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Abstract
Formal verification of smart contracts has become a hot topic in academic and industrial research,
given the growing value of assets managed by decentralized applications and the consequent incentive
for adversaries to tamper with them. Most of the current research on the verification of contracts
revolves around Solidity, the main high-level language supported by Ethereum and other leading
blockchains. Although bug detection tools for Solidity have been proliferating almost since the
inception of Ethereum, only in the last few years we have seen verification tools capable of proving
that a contract respects some desirable properties. An open issue is how to evaluate and compare
the effectiveness of these tools: indeed, the existing benchmarks for general-purpose programming
languages cannot be adapted to Solidity, given substantial differences in the programming model
and in the desirable properties. We address this problem by proposing an open benchmark for
Solidity verification tools. By exploiting our benchmark, we compare two leading tools, SolCMC
and Certora, discussing their completeness, soundness and expressiveness limitations.
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1 Introduction

The rapid growth of decentralized applications based on blockchain technologies have emphas-
ized the importance of ensuring the security of smart contracts — the basic building blocks
of these applications. The research on smart contracts security has been proliferating since
2016, leading on the one side to the discovery of a variety of attacks, and on the other side
to the development of several tools to detect vulnerabilities of smart contracts before they
are deployed. Despite the increasing breadth and precision of these analysis tools, attacks to
smart contracts have caused financial losses worth several billions of dollars so far, and are
unlikely to be eradicated anytime soon.

A large class of analysis tools for smart contracts are focussed on detecting known
vulnerability patterns in contracts code. Even though tools of this type can detect many
nefarious bugs, statistically the vast majority of the losses due to real-world attacks are
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caused by logic errors in the contract code, which cannot be prevented by only checking for
fixed vulnerability patterns [5]. In this context, a contract can be considered secure when its
executions are coherent with some ideal behaviour, even in the presence of adversaries trying
to subvert it. Only a few tools support this kind of security analysis, allowing developers
to specify the ideal properties the contract is expected to satisfy. In this work we focus on
SolCMC and Certora, two leading verification tools for contracts written in Solidity, the
main smart contract language for Ethereum and EVM-compatible blockchains. Both tools
allow the developer to specify desirable contract properties, and use SMT solvers to verify
whether the contract satisfies them, showing a counterexample when detecting a violation.
Although both tools have been independently tested by their developers [1, 4], no public
comparison exists so far to assess their effectiveness and limitations in practice.

Our long-term goal is a comprehensive, publicly available benchmark to evaluate the
effectiveness of verification tools for Solidity contracts. As an initial step towards this goal,
in this paper we present a benchmark comprising 323 verification tasks, each one made of
a Solidity contract and a property it is expected to satisfy.1 A crucial component of our
benchmark is a manually crafted ground truth of the verification tasks, encompassing multiple
versions of each smart contract in order to cover different ways of satisfying or violating
its associated properties. To foster the reproducibility of the results, we make available a
toolchain that automatises the construction of the verification tasks, their processing with
SolCMC and Certora, and the summarisation of the results. Based on these artifacts, we
present a preliminary evaluation of SolCMC and Certora, comparing their completeness,
soundness, and expressiveness. Finally, we have introduced a scoring scheme for Solidity
verification tools [2], which is inspired by schemes used in software verification competitions [3],
but taking into account the peculiarities of the smart contracts context.
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